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 ARTICLE INFO    ABSTRACT 
 

Based on software data from a software development project, a number of analyses have been carried 
out. The results discovered the reasons for cost overruns, showed how effort planning could be refined 
during development, and identified a relationship between the quality of the design documents and the 
effort consumed for their production. This provided an insight into the development process and 
establishes norms for interpreting metrics values obtained in future projects. In this way, it is a first step 
for a company towards increasing its software development process maturity level. 
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INTRODUCTION 
 
Several software development processes can be scamper in an 
interrelated way to universal project management processes. 
These processes exist primarily for supporting the 
management of software development, and are generally 
twisted toward addressing business concerns. A software 
development process is irritable primarily with the production 
features of software development, as divergent to the technical 
aspect, such as software tools. The central activities of 
software project management include planning, estimating, 
tracking and decision making. It attributes of a mature 
engineering discipline that the end-product quality level is 
planned, reliable project plans are made, progress is tracked on 
a detailed level, and estimates and decisions can be made, 
based on well demented experience with previous successful 
projects. This situation is not usually found in the relatively 
new discipline of software engineering. One ground is that, 
over the years, software engineering has adapted to a swift 
technological improvement. This, together with the fact that 
the end product is imperceptible, has led to a condition where 
many software development projects came  out in an ad hoc 
fashion and very often fail to meet their success criteria. For 
software development, the important management parameters 
are project cast and duration, and product quality.  
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Measurements of cost and calendar time are fairly easy. 
Control of these parameters is often attempted and is possible 
within limits, although mast managers have difficulties 
forecasting project cost and duration. Discussion of the quality 
of the end product starts with defining the appropriate quality 
factors and their measurement units. However, the next steps 
of predicting, at the start of the project, the expected final 
product quality factor levels, and controlling progress towards 
specified quality factor levels during the project, are not 
usually attempted. To improve the present state of affairs, it is 
necessary, during a software development project, to collect 
data that describe the different production processes, as well as 
the resulting partial and intermediate products. Thereby, the 
technical achievements, as well as the overall project status 
and progress, can be assessed. By analyzing the data, a 
quantitative basis for decisions can be established, with results 
improving as norms for interpreting measurement values 
become existing from finished projects. When selecting data 
and analyses for use in a project, or across projects in an 
organization, the emphasis should be on data that are simple 
and easy to collect and analyses giving results that can easily 
be understood. The benefits of introducing a software metrics 
programme will then contain improved tracking and control of 
a development project; early identification of atypical 
measurement values, which may indicate a previously 
undiscovered problem ;an accumulated set of data describing 
completed projects, for use in planning and estimation of 
future projects; the possibility of optimizing the software 
development process, since the problem areas can be identified 
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and the results of changes to the existing process can be The 
points require that norms for measurement values are available 
and, in many cases, such norms must be derived from data 
collected during previous projects. This paper describes a 
number of data analyses, together with the conclusions that 
were drawn from their results. The analyses were performed 
on a very comprehensive data set collected during a 6 period 
of a development project. The analyses confirmed how the 
experience could help software companies to advance project 
planning and monitoring, through the establishment of 
company norms and by introducing specific changes to the 
development process. 
 
Monitoring of software development 
 
The work reported here is one result of a concerted effort to 
improve the prediction, monitoring and assessment of software 
product quality. This was undertaken as part of the ESPRIT 
project REQUEST (Reliability and Quality of European 
Software Technology). In the area of software quality, work 
has concentrated on developing COQUAMO (Constructive 
Quality Model) (Petersen, 1987). The original idea of 
COQUAMO was to transfer the approach that had been 
successfully applied in COCOMO (Cost Model) (Boehm, 
1981) to the field of software quality. COQUAMO has now 
been developed into three models, the first of which is a 
predictive model for software quality (using an approach 
similar to that of COCOMO) to be applied in the early phases 
of development. The second part consists of a monitoring 
model for use during the project, and the third part is a quality 
assessment model for the later stages in the development. 
Introduction of the monitoring model (Kitchenham and 
Walker, 1989) as part of COQUAMO enables it to maintain 
the natural activities of a project manager during a software 
development project. In this way, software metrics are utilised 
in software project control activities, based on the general 
project control prm cedure of setting quantitative targets, 
measuring against these targets and responding to deviations. 
The approach aims to work at a more detailed level and 
include more metrics than other software metrics programmes 
(Grady and Caswell, 1987; Duncan, 1988). In support of the 
development of COQUAMO, large-scale data collection and 
storage have been carried out for soft- ware metrics data as 
part of Request (Dale, 1987). For the monitoring model, this 
allows significant metrics and relationships to be identified. In-
depth analyses have been carried out for a number of project 
data sets, with the aims of developing the model and 
investigating the assumptions behind it, as well as 
investigating the possibilities for automating the analyses of 
project data. One set of analyses has been based on the ideas of 
using anomalies (Eoerflinger and Basili, 1985), i.e. atypical 
metric values, to detect the deviations that, at an early stage, 
may indicate potential quality problems [SI. This paper shows 
how detailed analyses of data from a large software 
development project may be used to support general project 
management, by establishing quantitative norms, and how they 
may also be used to improve the software development process 
in a company. Collection and analysis of software engineering 
data from just one project allow initial norms to be established. 
These can be used to support planning, as well as 
interpretation of data, in subsequent projects. The data 
collected from these projects may then be used to check, refine 
and expand the set of norms.  

To begin with, the empirical foundation for the norms is 
actually weak, since they are based on the information 
extracted from one project. It is, however, an advantage to 
utilize this quantified experience as support in the next project, 
rather than continuing a purely qualitative approach. As data 
become available from more projects, the initial assumptions 
concerning relationships between parameters can be verified 
and the uncertainties of numerical values can be reduced. In 
addition, the coverage of the norms can be expanded, and 
gradually this will lead to a set of company norms, in which 
the project manager can have confidence, and which will help 
managers of future projects to learn from the experience 
gained in previous projects. This process does not follow a 
strict scientific approach, of first establishing a number of 
hypotheses, then collecting a statistically adequate number of 
datasets and finally verifying or rejecting the hypotheses based 
on data analyses. In a commercial environment, the attitude 
will be to analyze the first obtainable data set, draw 
conclusions from (or base decisions on) the results of the 
analyses and then introduce changes to optimize the 
development process. The description below is concerned with 
the first step a company must take in order to pioneer a 
quantitative basis for the management of software 
development projects. This includes the collection of a first 
data set, which describes one of the company’s own projects, 
together with a number of analyses of the data, leading to the 
establishment of a first set of norms for software engineering 
data. 
 
Processes 
 
The software development project from which data were 
obtained can be characterized in the following way. The 
product: the software product is a real-time information system 
for use in a highly integrated, but geographically widespread, 
environment. Requirements for total system reliability are very 
high, since the consequences of severe faults are critical. It 
was developed for one customer, consists of four subsystems 
and has a total (all inclusive) size of 73 OOO lines of code. 
The process: the development process followed an in- house 
software development handbook prescribing a life- cycle, 
documentation level and V & V activities, corresponding to a 
standard third-generation development approach. In practice, 
this was followed fairly strictly. This was the case, despite the 
fact that it was the first time the project group had followed the 
already existing development handbook, which was well tested 
in use by other development groups. The development was 
based on detailed plans, with effort allocated to tasks in the 
range of 2W3Xl man-hours and follow-up supported by an 
extensive data collection. The code was written in a high-level 
dedicated application language and supported by dedicated 
tools, as well as host and target environments. The personnel: 
all developers were involved in most of the project, and the 
majority had several job functions. The average experience 
among the developers in the application area and in the 
software development was fairly high. The project: the project 
was carried out by %25 developers from one department at 
one site, delivering a total of 19 working years within a 
calendar time of two years. The period covered the activities 
from analysis until the product was released to the customer. 
The delivery took place on time, and the total cost (-overrun) 
was kept within acceptable limits. 
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The data and data collection 
 
As an integrated part of the development process and the 
project management a large amount of data was collected. This 
was supported by existing administrative procedures and 
viewed by all involved as a necessity for successful project 
management. The following data items were among those 
made available to REQUEST, subject to the condition that the 
identity of the provider remains undisclosed for commercial 
reasons: 
 
planned and actual effort for each development and inspection 
task broken down, so that the planned task effort is in the 
range of 600 man-hours; [7 size of documents (pages); 
Information was made available so that it was possible to link 
the effort consumed to produce a specific document or module 
to its size, the effort consumed by V & V activities 
(inspections), as well as the number of errors detected. 
 
Collecting Software Engineering Data 
 
The challenge of collecting software engineering data is to 
make sure that the collected data can supply useful information 
for project, process, and eminence management and, at the 
same time, that the data collection process will not be a burden 
on development teams. Therefore, it is important to regard 
carefully what data to collect. The data must be based on well-
defined metrics and models, which are used to drive 
improvements. Therefore, the goals of the data gathering 
should be established and the questions of interest should be 
defined before any data is collected. Data classification 
schemes to be used and the level of precision must be carefully 
specified. The collection form or template and data fields 
should be pretested. The amount of data to be collected and the 
number of metrics to be used need not be overwhelming. It is 
more important that the information extracted from the data be 
focused, accurate, and useful than that it be plentiful. Without 
being metrics driven, over-collection of data could be 
wasteful. Overcollection of data is quite common when people 
start to measure software without an a priori specification of 
intention, objectives, profound versus trivial issues, and 
metrics and models. Gathering software engineering data can 
be exclusive, especially if it is done as part of a research 
program, For example, the NASA Software Engineering 
Laboratory spent about 15% of their development costs on 
gathering and handing out data on hundreds of metrics for a 
number of projects (Shooman, 1983). For large commercial 
development organizations, the relative cost of data gathering 
and processing should be much lower because of economy of 
scale and fewer metrics. However, the cost of data collection 
will not at all be immaterial. Nonetheless, data collection and 
analysis, which yields intelligence about the project and the 
development process, is vital for business success. Indeed, in 
many organizations, a tracking and data collection system is 
often an integral part of the software design or the project 
management system, without which the chance of success of 
large and complex projects will be reduced. 
 
Data analyses and results 
 
Results are presented below from a number of analyses which 
have been chosen so as to focus on the establishment of 
company norms. The norms can be used to interpret 

measurements made in future projects, and further data from 
these can then be used to check and improve the norms. 
Furthermore, some of the analyses give an insight into the 
development process and show how the process may be 
optimized. The analyses include detailed comparisons between 
planned and actual effort for tasks occurring up to the end of 
coding .The results are used to highlight the sources of 
significant overruns in expenditure, when compared to the 
planned cost, and to determine how this can be avoided in 
future projects. Collection and analysis of software metrics 
data, even from just one software development project, will 
provide a company with an improved insight into their 
development process. This insight will develop further as more 
data sets become available and they are used to check and 
improve the initial norms. The analyses of the data may 
indicate that the underlying part of the process is performed in 
an acceptable way. In such cases, the data may be used as 
norms within the company for planning of future projects, or 
so that data values from future projects can be compared to the 
norms. When the average effort required to produce one, page 
in a document is influenced by the complexity of writing the 
document, the higher error rates recorded for high values of 
man-hours/page are acceptable, and the trend may be used as a 
norm as described above. On the other hand, the analyses may 
reveal problems with an aspect of the development process and 
possibly may also point to the cause of the problems. In such 
cases, the increased insight may be used to plan and implement 
changes to the development process, and to document the 
impact of the changes by repeating the analyses on data from 
projects carried out under the changed conditions. The severe 
overruns seen for these tasks indicate that the effort allocation 
should be improved to avoid gross underestimations for some 
tasks (i.e. the planning process must be changed), rather than 
to continue using the same planning process and then increase 
the planned values by W%. The data, analyses and results 
presented here will, in a future project, provide important 
guidance on how to 0 0 0 By collecting and analyzing a 
detailed data set, the company has taken a first step towards 
increasing their software development process maturity level 
and ultimately, their productivity and end-product quality. The 
description of the data collection and analysis can therefore 
serve as an example of the activities that many companies 
must undertake in the near future, in order to build up 
quantitative support for project management, in the form of 
norms for interpreting data from future projects. 
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