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 ARTICLE INFO    ABSTRACT 
 

 

This paper presents the automatic test case generation for data flow testing. This  paper  applies Genetic 
Algorithm using neighborhood crossover method which significantly increases the efficiency and 
reduce the effort. For enhancing the efficiency in generating the test cases this approach includes a 
mechanism for adapting the range of neighborhoods according to the evolutionary progress. There are 
three types of neighborhood crossover: 4 neighbor crossover, 3 neighbor crossover and 2 neighbor 
crossover. 
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INTRODUCTION 
 

The development of software goes through various phases 
such as planning, design, coding, testing, deployment and 
maintenance. In these phases software testing is the most time 
and effort consuming. Software is tested against the 
requirements to make sure that the product is actually solving 
the needs addressed and gathered during the requirements 
phase. During this phase various types of testing are done. 
Structural testing is in one of these testing. Data flow testing is 
considered to be a form of structural testing. Data flow testing 
is based on selecting paths through the program's control flow 
in order to explore sequences of events related to the status of 
data objects. Recently the main focus in testing is generating 
the test cases automatically. Since manual testing can be 
laborious and time consuming. In addition, a manual approach 
might not always be effective in finding certain classes of 
defects. This technique offers a possibility to perform testing 
effectively and that can be run quickly and repeatedly. In case 
of data flow testing, if done manually, testers may not be able 
to find perfect test cases. The problem in data flow testing is 
that the testers may have generated repeated test case or have 
not covered all paths of the CFG (control flow graph) of the 
program. This paper presents the approach to generate the test 
cases automatically for data flow testing that uses a 
neighborhood crossover in Genetic Algorithm. 
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Genetic Algorithm includes the 3 operations: Selection, 
Crossover and Mutation. This approach has used Data 
dependence analysis which is used to guide the process of test 
case generation. The approach followed by this paper merges 
the Selection and Crossover operation by the application of 
Neighborhood crossover. This approach conducts its search by 
constructing new test cases from the previous effective test 
cases. The neighborhood crossover takes the either initial 
population or fittest population from the previous test data. 
The neighborhood crossover can be applied on either 4 or 3 or 
2 populations. In case if there are n (n>4) fittest test data it will 
automatically consider 4 populations. This approach can be 
effectively used for large programs as well as the programs 
with or without loops and procedures. 
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Proposed Methodology Description 
 

Source Code   
 

1     1  INTEGER X,Y,Z 
2     1  READ(5,*)X,Y,Z 
3     1  MID=Z 
4     1  IF(Y.LT.Z)THEN 
5     2  IF(X.LT.Y)THEN 
6     3  MID=Y 
7     4  ELSE 
8     4  IF(X.LT.Z)THEN 
9     5  MID=X 
10   6  END IF 
11   7  END IF 
12   8  ELSE 
13   8  IF(X.GE.Y)THEN 

14   9     MID=Y 
15   10 ELSE 
16   10 IF(X.GT.Z)THEN 
17   11 MID=X 
18   12 END IF 
19   13  END IF 
20   14  END IF 
21   14  PRINT*,'MIDDLE VALUE= ', MID 
22   14  END 
  
Source Code to be Tested 
 
(1ST column represent the statement number and 2ND 

column represent node number in its CFG) 
 

 
 

Control Flow Graph of the Source Code 
 

Control Flow Graph 
 
The Control Flow Graph is referred as the graph or tree like 
structure that states the flow of the inputs and output 
throughout the source code. This can be defined by nodes and 
edges and can be explained by the following definition 
 

 Defs- defs states the definition of the input variables and 
denoted by the nodes of the CFG. 

 Uses- uses states the use of the input variable and 
represented by the edges of the CFG. 

 Reach(i)- It defines the set of all variable that reaches to 
node i. 

 Avail(i)- It is set of all the variables defs that are available 
at node i. 

 C-use(i)- It is the set of variables for which node i contains 
a global c-use. 

 P-use(i)- It is the set of variables for which edge(i,j) 
contains a p-use. 

 Dcu(i)-  dcu(i)  is obtained by 

 Dcu(i)=reach(i) c-use(i) 

 Dpu(I,j)-  it is obtained by 

 Dpu(i,j)=avail(i) p-use(i,j) 

 
Initial Population 
 
The proposed methodology is based upon the chromosomes. 
Each chromosome is a test case which is represented by the 
binary string. Initially there is take pop_size (no of 
chromosomes) chromosomes. Each chromosome is a string of 
length of m (bits). Further each chromosome is converted into 
k decimal numbers where k is the number of inputs in the 
given example program.  
  
Neighborhood Crossover Method 
 
Once the chromosomes are taken, it is needed to act upon 
these chromosomes. Here the proposed   methodology is going 
to apply. Crossover is the operator applied in the Genetic 
algorithm. Crossover is a process that exchanges the substring 
of the two parent chromosomes at a random position pos . The 
number pos is referred as the crossing point from where the 
bits of the chromosomes will be swapped. 
 
Suppose there are two parent chromosomes are 
           110100110 
           100110100 
 And the position pos is 6 then the offspring will be 
           110100100 
          100110110 
 
The proposed methodology of crossover is Neighborhood 
Crossover. Neighborhood crossover is done by following three 
types 
 
 4 Neighbor crossover 
 3 Neighbor crossover   
 2 neighbor crossover 
 
These crossovers are based upon the numbers of 
chromosomes. Suppose there are n chromosomes and n>4  
then by the fitness function it will select 4 fittest chromosomes 
and will apply 4 Neighbor crossover. If there are 3 fittest 
chromosomes, 3 Neighbor crossover will be applied otherwise 
2 Neighbor crossover will be applied. 
 

a. 4 Neighbor crossover 
b.  

If there are 4 chromosomes to be crossed over then this 
method is applied. This method is applied in the following 
way: 
 

Suppose there are 4 chromosomes a, b, c and d and the 
crossing point is pos the 
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4 Neighbor crossovers 
 

In the above mentioned method 
    
ab1 and ab2 are offspring obtained from the crossover of a and 

b at crossover position pos, 
bc1 and bc2 are offspring obtained from the crossover of b and 

c at crossover position pos, 
ad1 and ad2 are offspring obtained from the crossover of a and 

d at crossover position pos, 
cd1 and cd2 are offspring obtained from the crossover of c and 

d at crossover position pos. 
 
3 Neighbor crossover 
 
If there are three fittest chromosomes then this method can be 
applied in the following way: 
 

 
 
In the above mentioned method 
 

ab1 and ab2 are offspring obtained from the crossover of a and 
b at crossover position pos, 
bc1 and bc2 are offspring obtained from the crossover of b and 
c at crossover position pos, 
ac1 and ac2 are offspring obtained from the crossover of a and 
c at crossover position pos. 
 
2 Neighbor crossover 
 
If there are 2 fittest chromosomes then this method is applied. 
According to this method if there two chromosomes a and b 
they will be simply crossed over at position pos and the new 
off springs will be ab1 and ab2. 
 
Mutation 
 
Mutation is another operator applied by the Genetic Algorithm 
and always operated after the crossover operation. Mutation 
operation just flips the bits of the given chromosome from 0 to 
1 or vice versa. In any chromosome every bit has an equal 
chance to undergo mutation. 

 

Representation 
 
The proposed method uses the m bit binary string which is 
named as chromosome and act as a test case for the program. 
To implement the test case we need to convert into the 
decimal. Each chromosome is converted into k decimal 
numbers where k is the number of the inputs in the program. 
For each decimal number there is given the domain and 
precision. Domain is represented by Di[ai,bi] and states the 
length of decimal number as bi-ai . Precision is represented as 
di. 
 
Suppose a chromosome is divided into k substring where k is 
the no of input variable and each substring has length mi  

where i=1,2…….k 
 
and (bi-ai)*10di ≤ 2mi-1 

 

Then the each variable is converted into decimal form by the 
following formula: 
              

    xi=ai+xi’ .  

 
Fitness Value 

 
The whole genetic algorithm is based upon “survival of the 
fittest”. It means that the fittest chromosome will be able to 
proceed further. The fittest chromosome is obtained from its 
fitness value. The fitness value of the chromosomes states if it 
will survive anymore or not.  
 

The fitness value is represented by eval(vi) for the 
chromosome vi where i=1,2……pop_size. Its is calculated as 
   
                          No. of def-use paths covered by vi 
     Eval(vi)=   _______________________________  
                            Total no. of def-use path 
 
Overall Algorithm 
 
The proposed method is applied by the following algorithm 
 

Input  
 
Program P to be tested 
List of def-use path to be covered 
Crossover probability 
Mutation probability 
Max_gen 
No. of input variables 
Domain and precision of input variables 
Population size pop_size 
 
Output 
 
Set of test cases 
List of uncovered def-use path , if any 

 
Process  

Initial population 
Def-use coverage vector=0 
4 neighbor crossover 
Mutation 
Convert current chromosomes in decimal 
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Execute program P with these test data  
Evaluate these test data 
If(some def-use path is covered) 
Casen= Casen+1  
Add this test case to the list of test cases  
 Update def-use coverage vector  
  Update def-use coverage percentage 
End if 
While(coverage percentage ≠ and no. of 

generation ≤max_gen) 
        Find  X effective chromosome 
            { 
              If(X <4) 
              Select 4 fittest chromosome  
              Apply 4 neighbor crossover 
              Else if(pop_size=3) 
              Apply 3 neighbor crossover 
              Else  
             Apply 2 neighbor crossover 
            } 
      Mutation 
      Convert current chromosomes in decimal 
      Execute program P with these test data  
      Evaluate these test data 
      If(some def-use path is covered)   
      Casen= Casen+1 
      Add this test case to the list of test cases 
      Update def-use coverage vector  
      Update def-use coverage percentage 
     End if 
End while 

 
Example 
 

To illustrate the algorithm, here is given the solution that uses 
the approached methodology. We have implemented the above 
example with the approached methodology. 
 

Pop_size : 4 
        

Crossover probability: 0.8 
Mutation probability: 0.15 
No. of input variables: 3 
Domain and precision of input variable: 1-20, 0; 1-20, 0; 1-
20, 0 
Initially population 
 

a. 000011100101110  
b. 111111111010101  
c. 110001110011110 
d. 101101011010100 
 

 
 

Mutation 
 

Mutation point= 5 

1. 000001111010101          1,19,14 
2. 111101100101110             19,16,10 
3. 111101110011110              19,18,19 
4. 110011111010101             16,18,14 
5. 000001100101110         1,14,13 
6. 101111100101110             15,16,10 
7. 101111110011110              15,18,19 
8. 110011011010100           16,14,13 
 
Case 1.  1,19,14 
           Traversed path- 1,2,4,6,7,14 
            Dpu path- 1,2,7,8,11,12 
            Dcu path- 5 
            Def-use coverage=24.13% 
           Accumulated Def-use coverage=24.13% 
Case 2. 19,16,10   
           Traversed path- 1,2,3,7,14 
            Dpu path- 5,6 
            Dcu path- 6,1 
            Def-use coverage= 13.79% 
           Accumulated Def-use coverage= 37.92% 
Case 3. 19,18,19 
           Traversed path- 1,8,10,11,12,13,14 
            Dpu path- 3,4,15,16,17,18 
            Dcu path- 4,9 
            Def-use coverage=27.58% 
           Accumulated Def-use coverage= 65.5% 
Case 4. 16,18,14     
           Traversed path- 1,2,4,5,6,7,14 
            Dpu path- 9,10 
            Dcu path- 2,7 
            Def-use coverage= 13.79% 
           Accumulated Def-use coverage= 79.30% 
Case 5.  1,14,13 
           Traversed path- 1,8,10,12,13,14 
            Dpu path- 19,20 
            Dcu path- no path 
            Def-use coverage= 6.90% 
           Accumulated Def-use coverage= 86.20% 
Case 6.   Not selected 
Case 7.   15,18,19 
           Traversed path- 1,8,9,13,14 
            Dpu path- 13,14, 
            Dcu path- 8,3 
            Def-use coverage= 13.80% 
           Accumulated Def-use coverage= 100% 
Generated test cases 
           1,19,14 
           19,16,10 
           19,18,19 
           16,18,14 
           1,14,13 
           15,18,19 

 
Table. The def-use coverage vector of the source code 

 

DCU path 1 2 3 4 5 6 7 8 9  

Test Case 2 4 7 3 1 2 4 7 3  
DPU path 1 2 3 4 5 6 7 8 9 10 
Test case 1 1 3 3 2 2 1 1 4 4 
DPU path 11 12 13 14 15 16 17 18 19 20 
Test case 1 1 7 7 3 3 3 3 5 5 
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RESULTS 
  
The results shown here are given by comparing the simple 
genetic Algorithm and the Genetic Algorithm with 
Neighborhood Crossover. 
 
Conclusion and Future Work 
 
The result shows that the approached methodology is more 
efficient as compare to simple Genetic Algorithm. It took less 
number of path case generations for finding the test cases. This 
can be more efficient if fuzzy logic is applied along with 
Genetic Algorithm for test case generation for data flow 
testing. 
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Table: Comparison of results of the test case generation from Genetic algorithm and Genetic Algorithm with  
Neighborhood Crossover for the above source code 

 
 

Method 
No. of path case 

generated 
No. of test case 

generated 
Mutation 

probability Pm 
Crossover 

probability pc 
Crossover 
operation 

Mutation 
operation 

D-U path 
coverage 

 
Genetic Algorithm 

 
12 

 
6 

 
0.15 

 
0.8 

 
4 offspring 

 
56 offspring 

 
100% 

Genetic Algorithm 
with Neighborhood 

Crossover 

 
7 

 
6 
 

 
0.15 

 
0.8 

 
8 offspring 

 
112 offspring 

 
100% 

 

******* 
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